
CS161: Introduction to Computer Science
Lab Assignment 10

Today you and your partner will be implementing The Game of Life – not the board game but the cellular
automata formulated by John Conway in the 1970s.

The game is represented using a two-dimensional array of cells. Each cell can either be dead or alive. In the
pictures below, alive cells are black and dead cells are white. Depending upon the state of its neighbors, a
cell may either die or come to life at each generation.

Getting Started

Download the lab10 starter code. Inside are 3 classes: Life, LifePanel, and LifeFrame.

• The Life class implements the actual game.

• The LifePanel class creates the panel (i.e. the window you see when you run the program)

• The LifeFrame class adds the interactive functionality – i.e. the buttons and responding when you
push the buttons

Your job is to implement the methods in the Life class.

Tip: When you’re debugging, it will be easier to work with a smaller board. To change the number of rows
and columns in the board you can change the BOARD WIDTH (i.e. columns) and BOARD HEIGHT (i.e. rows)
variables in the LifePanel class.

Rules of the Game

In the game of life, you begin with a random configuration of the board. That is, you randomly initialize
each cell to dead or alive. The game is then run for a number of iterations (i.e. “generations”). For each
iteration, you determine whether a cell is dead or alive using the following rules:

• Any living cell with fewer than two living neighbors dies due to underpopulation or loneliness.

• Any living cell with more than three living neighbors dies due to overcrowding.

• (By inference) Any living cell with exactly two or three living neighbors stays alive.

• Any dead cell with exactly three living neighbors becomes alive.
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A cell’s neighbors are the cells that are horizontally, vertically, or diagonally adjacent. In other words, a
cell’s neighbors are the other cells that it touches at edges or corners.

up a count for each neighbor determined to be alive, and return the count.

On the right-hand side, we see two cases where a Cell lies along one or two edges of the board. They
therefore have less neighbors within range (the invalid Cells are greyed out). You must avoid accessing the
invalid Cells to check whether they are living or not. Observe that all invalid Cells share the characteristic that
one or both of its coordinates are out-of-range of the dimensions of the board.

Complete the nneexxttGGeenneerraattiioonn(()) that updates the state of the bbooaarrdd by:

Declaring and instantiating a local 2D array of the same dimensions as your bbooaarrdd.a. 

Iterating over all cells in board, and for each cell, determining whether the cell should be living or dead in the
next state. When updating each Cell, you must obey the following rules:

Any living cell with fewer than two living neighbors dies (due to underpopulation or loneliness).
Any living cell with more than three living neighbors dies (due to overcrowding).
By inference, any living cell with exactly two or three living neighbors stays alive.
Any dead cell with exactly three living neighbors becomes alive! (slightly awkward reproduction).

You should use the ccoouunnttLLiivviinnggNNeeiigghhbboorrss(()) method you just implemented to get number of living neighbors for
the purpose of updating the cell in the new array.

b. 

When that is done, assign the new array to your bbooaarrdd field. This replaces your field with the new, updated
board.

c. 

2. 

Remember to test your code! At this point, you should be able to hit the "Next" button to see a single generation
(everytime you hit "Next," your nneexxttGGeenneerraattiioonn(()) method is called. You could also use the "Start" and "Stop" button to
run through continuous generations and see your board evolve! Try running the game multiple times (or hitting
"Random" to reset the board). Does everything die out? Or does it keep going for a long time? Does it eventually
"settle" into a steady state? Or alternate between two closely related states?

3. 

Although it's random, if your board always stops changing after only 4-5 generations, something is probably a bit off in
your ccoouunnttNNeeiigghhbboorrss(()) code. Our results consistently either never converges to a steady state, or takes over 20
generations to converge.

4. 

Grading

This assignment will be graded out of 20 pts:

You declare and initialize an appropriate board array. [2pt]
The CCeellll class is properly implemented [5pt]
Your iissAAlliivvee(()) method works as specified [1pt]
Your nneexxttGGeenneerraattiioonn(()) method works as specified. [5pts]

As the picture above shows, most cells have 8 neighbors. The blue cell at (4,2) in the first image has exactly
8 neighbors shown in yellow. However, the cells along the border have fewer than 8 neighbors. For example,
(0,0) only has 3 neighbors and (5,8) only has 5 neighbors.

Writing the Life Class

Here is a recommended strategy for implementing the methods in the Life class:

1. Start with the constructor and initialize your instance variables. At the very least, you’ll need a 2-
dimensional array. What should be the type of the elements stored in this array? In your constructor,
call the fillRandom() method to initialize the board.

2. The isAlive() and fillRandom() methods are the easiest to implement after the constructor.

3. Next implement the countLivingNeighbors() method. You’ll need to handle the cases where a cell
has fewer than 8 neighbors. Using a smaller board size and print statements is a great way to help you
debug your method.

4. Finally, implement the nextGeneration() method. Tip: you don’t want to update/modify the board
itself since you need the board to count the number of neighbors. Instead, create a new 2-dimensional
array to hold the cells in the next generation. After you’re done filling this new array, update your
instance variable to point to it.

Running the Game

To run the game, right-click on the LifeFrame class and select the constructor (new LifeFrame()). Hit
“Ok” and a new window should open up for you.

You can push “Start”/“Stop” to start or pause the game. You can push “Next” to manually step through
the game one generation at a time. And you can select “Random” to restart with a new random board.
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Although it’s random, if your board always stops changing after only 4-5 generations, something is probably
wrong in your countLivingNeighbors() or nextGeneration() methods. My solution consistently either
never converges to a steady state or takes over 20 generations to converge.

Extensions

The most interesting extension to the game of life is making the board “wrap around” so that every cell has
8 neighbors. In this case, the top row is wrapped around so it touches the bottom row. And the leftmost
column is wrapped around so that it touches the rightmost column.

Consider the cell at (0,0). In a wrapped board, this cell has 8 neighbors: (8,8), (8,0), (8,1), (0,8),

(0,1), (1,8), (1,0), (1,1).

Or consider the cell at (5,8). It’s neighbors are: (4,7), (4,8), (4,0), (5,7), (5,0), (6,7), (6,8),

(6,0).

Go back and modify your Life class to simulate a wrapped board where each cell has 8 neighbors.

Submitting Your Lab

Rename your folder with both of your names and then upload it to Moodle.
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